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Abstract—Network measurement sketches enable efficient traf-
fic monitoring but require careful parameter configuration to
balance accuracy and memory efficiency. We present RA-Sketch,
a framework for generating memory-optimal sketch configura-
tions that satisfy user-defined error constraints across diverse
network measurement tasks. Unlike existing approaches that rely
on computationally intensive experimental testing, RA-Sketch
introduces: 1) Poisson-distributed collision modeling to construct
error predictors for both frequency-independent tasks (mem-
bership query, heavy-hitter detection) and frequency-dependent
tasks (frequency/cardinality estimation), eliminating the need for
empirical validation; 2) A hierarchical search strategy combining
power-of-two scaling and binary search, reducing iterations
through optimized parameter initialization. RA-Sketch supports
10+ sketch architectures including Bloom Filter, Elastic Sketch,
HeavyGuardian, HeavyKeeper, CM/CO Sketch, gSkt, rSktl and
so on. Evaluations on real-world network traces demonstrate: 1)
6-7 orders of magnitude faster configuration than benchmark-
based methods; 2) Prediction errors <10% for heavy-hitter
detection, while prediction errors for membership query, and
frequency/cardinality estimation are close to zero; 3) Memory
utilization approaches theoretical minima. The framework’s gen-
erality and efficiency enable real-time reconfiguration of sketches
under dynamic network conditions.

Index Terms—sketch, error estimation, network measurement.

I. INTRODUCTION
A. Background and Motivation

Network measurement plays a critical role in network
management and optimization [1]-[10]. Typically, network
measurement system monitors application traffic to provide
insights into tasks such as membership query, heavy-hitter
detection, frequency/cardinality estimation and so on. Recent
advances leverage sketches, approximate measurement algo-
rithms, to achieve high accuracy and low resource overhead.

Most existing sketches are limited to approximate queries.
However, in many scenarios, users require sketch configura-
tions that meet user-defined error constraints while minimizing
memory overhead. These error constraints vary depending on
the specific task. For instance, in membership query, the error
constraint may be defined as false positive rate (FPR) < 1%,
where FPR represents the proportion of flows falsely reported
as present in the sketch. In heavy-hitter detection, the error
constraint may be defined as recall rate (RR) > 90%, where
RR denotes the proportion of true heavy hitters reported by the
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TABLE I: Comparison of existing solutions and ideal solution.

Solutions/Advantages | General | Rapid | Accurate
Theoretical X N X
Simulation-based X N N
Benchmark-based N X NV
RA-Sketch N4 v N

sketch to all true heavy hitters. For frequency estimation and
cardinality estimation, the error constraint may be defined as
average absolute error (AAE) < 10, where AAE is the mean
of the absolute differences between the sketch query values
and the true values across all flows.

Existing sketch configuration solutions can be classified
into three categories: theoretical solutions, simulation-based
solutions, and benchmark-based solutions. However, these ap-
proaches often fail to simultaneously meet the requirements of
generality, speed, and accuracy. Theoretical solutions calculate
sketch configurations using simple mathematical formulas. For
most sketches [11]-[15], theoretical configurations typically

{fi_fi‘ ZT? <p
where f; is the estimated frequency of the flow, f; is the actual
frequency of the flow, T is an integer, and p is a probability.
However, as noted in SketchConf [16], these bounds are often
much looser than the real error for most workloads, resulting
in inaccurate sketch configurations. Simulation-based solu-
tions, such as SketchConf, employ Monte Carlo simulations
to obtain accurate estimates of Pr { ‘ fl — fil > T} < p.
However, SketchConf is limited to frequency estimation and
does not address configurations for other tasks. Furthermore,
Pr {‘ fi — fi’ > T} < p cannot solve for the AAE constraint
in frequency estimation and cardinality estimation or the RR
constraint in heavy-hitter detection, restricting their applica-
bility. Benchmark-based solutions, like AutoSketch [17], use
Latin Hypercube Sampling to sample configuration parameters
and then conduct experimental testing to verify if they meet
user-defined error constraints. While experimental testing is
effective, it is quite time-consuming.

In summary, as presented in Table I, an ideal configuration
framework should fulfill the following three key requirements:

provide a bound in the form of Pr

o General. The framework should be applicable to a broad
range of tasks and sketches.



« Rapid. The configuration process should minimize time
overhead.

o Accurate. The generated configurations should closely
align with real-world performance and meet user-defined
error constraints.

This paper aims to address the aforementioned challenges
by developing a configuration framework that is suitable for
a wide range of tasks and most sketches. The proposed
framework should rapidly and accurately generate sketch
configurations that meet user-defined error constraints while
minimizing memory overhead.

B. Proposed Solution and Contributions

In this paper, we propose RA-Sketch, a general framework
that rapidly and accurately generates memory-optimal sketch
configurations under the user-defined error constraints. Given
multiple sketches performing different measurement tasks and
specified error constraints for each sketch, RA-Sketch sup-
ports one-click generation of parameter configurations that
meet user-defined error constraints while minimizing memory
overhead. Specifically, our contributions are as follows:

Contribution I: rapid and accurate error predictor.
The error predictor in RA-Sketch is based on two key lem-
mas to compute error metrics rapidly and accurately. For
frequency-independent tasks, such as membership query and
heavy-hitter detection, RA-Sketch utilizes Lemma-I to rapidly
compute accurate FPR or RR for given parameters without
requiring time-consuming experimental testing. For frequency-
dependent tasks, such as frequency estimation and cardinal-
ity estimation, RA-Sketch employs Lemma-II. Monte Carlo
simulations are used to estimate per-bucket collision effects,
enabling rapid and accurate computation of AAE.

Contribution II: rapid hierarchical search strategy. RA-
Sketch employs a three-step search strategy: an initial param-
eter initialization, a power-of-two scaling memory search, and
a final binary search to refine parameter configurations that
meet user-defined constraints. The well-designed initialization
allows RA-Sketch to begin the search from a memory size
close to meeting the constraints, eliminating the need to start
binary search from the maximum memory size. This approach
substantially reduces the number of search iterations, thereby
enhancing search efficiency.

Contribution III: extensive experimental verification.
To validate the effectiveness of RA-Sketch, we apply it to
two real-world network traces and multiple sketches across
four types of tasks. The experimental results demonstrate that
generated configurations closely match the error metrics ob-
served in real-world scenarios. Moreover, RA-Sketch achieves
configuration speeds that are several orders of magnitude faster
than baseline solution.

II. RELATED WORK

A. Different Kinds of Sketches

1) Sketches for Membership Query: Membership query
checks whether a flow is present. Due to its memory effi-
ciency and fast query/update speed, the Bloom Filter [18]

has been widely adopted. Recently, variants of Bloom Filter
have been proposed to meet the requirements of different
applications [19]-[22].

2) Sketches for Heavy-Hitter Detection: Heavy-hitter de-
tection identifies flows that exceed a given frequency
threshold. Existing approaches typically fall into two cat-
egories: min-heap-based approaches and preservation-based
approaches. Min-heap-based solutions, such as the CM
Sketch combined with a min-heap, use frequency-estimation
sketches to maintain the top-k flows. Despite their simplicity,
these solutions exhibit low processing speeds. Conversely,
preservation-based solutions employ specialized algorithms to
retain elephant flows and subsequently traverse the bucket
array to detect flows surpassing the threshold. These solutions
achieve superior processing speeds and recall rates, exem-
plified by Elastic Sketch [13], HeavyGuardian [14], Heavy-
Keeper [15], MV Sketch [23] and so on [24], [25].

3) Sketches for Frequency Estimation: Frequency estima-
tion calculates the number of packets in a flow. Typical
frequency estimation sketches include CM Sketch [11], CU
Sketch [26] and CO Sketch [12]. Recent advancements exploit
the skewed distribution of network traffic by differentiating
between elephant flows and mouse flows, assigning counters
with varying bit-lengths to enhance memory efficiency and
accuracy. Representative examples include Tower Sketch [27],
and BitSense [28].

4) Sketches for Cardinality Estimation: Each flow can be
viewed as a pair (f,e). The cardinality of a flow is defined
as the number of distinct e corresponding to f. gSkt [29]
achieves memory-efficient multi-flow cardinality estimation
by replacing the counters in CM Sketch with single-flow
cardinality estimators. Building on the idea of CO Sketch,
rSkt [30] effectively mitigates noise caused by hash collisions
by additionally maintaining secondary cardinality estimators.

B. Prior Work on Sketch Configuration

Sketch configuration solutions are generally classified into
three categories: theoretical solutions, simulation-based solu-
tions, and benchmark-based solutions.

In some sketches supporting membership query, theoretical
solutions can provide relatively accurate configurations, such
as in Bloom Filter [18]. However, for most sketches [11]—[15]
supporting frequency estimation, cardinality estimation and
heavy-hitter detection, theoretical configurations only provide
a bound in the form of Pr { ﬁ — fi} > T} < p, where f, is
the estimated frequency of the flow, f; is the actual frequency
of the flow, T" is an integer, and p is a probability. This
is often much looser than the real error. More importantly,
Pr {’ fi —fil>T } < p cannot solve for the AAE constraint
in frequency estimation and cardinality estimation or the RR
constraint in heavy-hitter detection.

The most representative simulation-based solution is
SketchConf [16], which has been detailed in Section I-A and
will not be reiterated here.

Benchmark-based solutions rely on experimental testing to
determine whether user-defined error constraints are met. The



most advanced of these, AutoSketch [17], utilizes Latin Hyper-
cube Sampling to efficiently sample configuration parameters
and subsequently validates error constraints through exper-
imental testing. While Latin Hypercube Sampling reduces
the parameter search space, the experimental testing process
requires inserting all packets and executing queries, making
it computationally expensive. As a result, benchmark-based
solutions remain substantially time-consuming.

In contrast to the aforementioned solutions, RA-Sketch does
not apply a uniform configuration strategy to all sketches
indiscriminately. Instead, it leverages the common hash dis-
tribution characteristics shared by all sketches and classifies
them into frequency-dependent and frequency-independent
sketches, adopting targeted strategies accordingly. Specifi-
cally, for frequency-dependent sketches, RA-Sketch resembles
simulation-based solutions, using Monte Carlo simulation to
quickly obtain the optimal configuration. However, unlike
those solutions, it does not compute Pr {’ ﬁ — fi’ > T} <np.
For frequency-independent sketches, RA-Sketch is similar
to theoretical solutions, but instead of assuming completely
uniform hashing, it utilizes hash distribution characteristics to
obtain the optimal configuration.

III. THE DESIGN OF RA-SKETCH
A. Baseline and Our Observations

Most sketches have configurable parameters, including the
number of hash functions h, the number of rows d, and the
number of columns w. In most sketches, A and d are set to
be equal [11], [12], [15], [29].

Baseline: The baseline solution performs a binary search
on memory and then conducts experimental testing to verify
whether the user-defined error constraints are met. For each
memory size, it iterates over possible sketch row numbers
d and their corresponding column numbers w. As previous
practice has shown that setting d to 1-3 is generally sufficient
for most sketches, we only need to iterate over lower values
of d, such as d = 1-3.

Analysis: The baseline can find the memory-optimal config-
urations, but its time efficiency is poor due to binary search and
experimental testing. This is because the experimental testing
requires inserting all packets and performing queries to verify
whether the user-defined error constraints are met, which is
quite time-consuming. Additionally, the binary search start-
ing from the maximum memory leads to many unnecessary
search iterations. Therefore, we aim to replace experimental
testing and restructure the search strategy to enhance the time
efficiency of the configuration process.

Discussion: Why are theoretical or simulation-based solu-
tion not used as the baseline? The primary reason is that these
solutions cannot address error constraints across diverse tasks
and are often tailored to specific tasks or sketches.

B. Error Predictor of RA-Sketch

The error predictor is based on two key lemmas:
Lemma-I: When N flows are randomly mapped into w
buckets, let Z be the number of flows in any given bucket.

Then Z follows a binomial distribution with parameters N
and i If N is large, Z can be approximated by a Poisson
distribution with A = %

Lemma-II: When N flows are randomly mapped into w
buckets, for any flow f, the probability that any of the other
N — 1 different flows collides with f is i Let Z be the
number of distinct collision items, then Z follows a binomial
distribution with parameters N —1 and % If N—1islarge, Z
can be approximated by a Poisson distribution with A = %

The probability mass function (PMF) of a Poisson distribu-
tion is defined as P(Z = k) = ’\klj!_A, where k is the number
of occurrences of the event, ) is the average rate of occurrence,
e is the base of the natural logarithm.

These two lemmas have been formally proven in previous
works, such as SeqHash [31] and SketchConf [16]. It is worth
noting that these two lemmas capture different aspects of
the sketch behavior. Lemma-I reflects the number of flows
contained in a bucket, while Lemma-II captures the number
of collisions each flow has with other flows.

Insight: We classify existing sketches into two categories:
frequency-dependent sketches and frequency-independent
sketches. Frequency-dependent sketches are those whose error
constraints are influenced by flow frequencies. For example, in
the CM Sketch, the error of each flow is related to the frequen-
cies of the other flows that hash to the same bucket. In contrast,
frequency-independent sketches are those whose error con-
straints are independent of the flow frequencies. For example,
in the Bloom Filter, the FPR depends only on the number
of distinct flows, regardless of their individual frequencies.
For frequency-independent tasks, such as membership query
and heavy-hitter detection, RA-Sketch leverages Lemma-I to
rapidly compute accurate FPR or RR for given parameters
without relying on time-consuming experimental testing. For
frequency-dependent tasks, such as frequency estimation and
cardinality estimation, RA-Sketch employs Lemma-II and uses
Monte Carlo simulation to estimate the per-bucket collision ef-
fects, enabling rapid and accurate computation of AAE. In car-
dinality estimation, frequency-dependent refers to cardinality-
dependent and will not be further elaborated hereafter.

Discussion: Why should heavy-hitter detection be classified
as a frequency-independent task? Although it lies between
frequency-dependent and frequency-independent tasks, it is
closer to the latter. This is because heavy-hitter detection
algorithms are specifically designed to make elephant flows
resistant to the influence of colliding flows that hash into
the same bucket, thereby shielding elephant flows from in-
terference. The more effective the algorithm is, the better it
suppresses the influence of colliding flows, regardless of their
frequencies. Therefore, we classify heavy-hitter detection as
a frequency-independent task. This claim is further supported
by the experimental results presented in Section V. Moreover,
despite the presence of some estimation errors, the error
remains within 10%, as shown in Section V.

We now consider how to determine whether the error con-
straints can be met given the frequency/cardinality distribution
D, the number of distinct flows N, and the sketch configu-




Algorithm 1 Error Predictor for Frequency-Independent Task

Input: the number of distinct flows /N; the number of hash
functions h; the number of rows d; the number of
columns/buckets per row w; the number of elephant flows
H; frequency/cardinality distribution D.

Qutput: error.

1: function ERROR
FILTER(N,h,w)
2: /I Z: the number of flows mapped to any given bit

3 A Nxh

4: Z ~ Pzisson(/\)

5: P(Z=0)¢e?

6

7

8

PREDICTOR FOR BLooM

: return [l — P(Z =0)]"
: end function

: function = ERROR  PREDICTOR FOR  ELASTIC
SKETCH(H ,w)
9: /I Z: the number of elephant flows in any given bucket
10: A+ g
11: Z ~ Poisson(A)
12: rr 0, temp_pro < 1 —e
13: for k=1—T7do
14: P(Z =k) + ’\k,jl_x
15: rr<rr+kxP(Z=k)
16: temp_pro < temp_pro — P(Z = k)
17: end for
18: rr < rr+ 7 X temp_pro
19: = 5
20: return r7

21: end function

rations (h,d,w). Below, we illustrate how to construct the
error predictor based on the two lemmas, using a representative
sketch from the four types of tasks.

1) Bloom Filter [18] for Membership Query

Structure: The Bloom Filter consists of h hash functions
and a bit array of length w (d = 1). When a flow is inserted,
the Bloom Filter maps it to h bits using the h hash functions
and sets those bits to 1. When querying a flow, it checks the
h mapped bits, and returns true only if all A bits are 1. Bloom
Filter has one-sided errors, leading to false positives.

Error Predictor (line 1-7): Bloom Filter falls under
frequency-independent sketch. Therefore, we use Lemma-I to
derive its error constraint. As shown in Alg. 1, based on
Lemma-I, let Z be the number of flows mapped to any given
bit. Since the Bloom Filter maps each flow to h bits, Z
follows a Poisson distribution with A = N“X}h, where NN is the
number of distinct flows. According to the PMF of Poisson
distribution, the proportion of bit still set to O after inserting
N flows is P(Z = 0) = e~*. Therefore, the proportion of
bit set to 1 in the Bloom Filter is 1 — P(Z = 0), and FPR
is [I — P(Z = 0)]". Excitingly, this matches the theoretical
error formula of the Bloom Filter. It is well-known that when
w is large, the theoretical error formula of the Bloom Filter
closely matches its actual FPR.

2) Elastic Sketch [13] for Heavy-Hitter Detection

Structure: The Elastic Sketch consists of two parts: a heavy
part for recording elephant flows and a light part for recording
mouse flows. In the software version of the Elastic Sketch, the
heavy part consists of a single bucket array (d = h = 1), with
each bucket storing up to 7 flows and 1 vote™ counter. And
bucket array has a length of w. When a flow is inserted, if it
maps to a cell in the heavy part that already contains the flow
or if there is an empty cell, the Elastic sketch inserts it into
the heavy part. Otherwise, the Elastic Sketch uses a voting
mechanism to determine whether to insert the flow into the
heavy or light part.

Error Predictor (line 8-21): When addressing heavy-hitter
detection, Elastic Sketch falls under frequency-independent
sketch. Therefore, we use Lemma-I to derive its error con-
straint. As shown in Alg. 1, based on Lemma-I, let Z be
the number of elephant flows in any given bucket. Assuming
there are H elephant flows, Z follows a Poisson distribution
with parameter A = % According to the PMF of Poisson
distribution, we calculate the proportion of each possible value
of Z and multiply it by the corresponding value to represent
the number of identified elephant flows. Since each bucket in
the heavy part of the Elastic Sketch can store up to 7 elephant
flows, when Z > 7, we multiply its proportion by 7. Finally,
we divide by A to obtain the RR of the Elastic Sketch.

3) CM Sketch [11] for Frequency Estimation

Structure: The CM Sketch consists of d equal-length
counter arrays and h hash functions (d = h). Each counter
array has a length of w. When a flow is inserted, the CM
Sketch maps it to d counters using the d hash functions,
incrementing each counter by 1. When querying a flow, it
checks the d mapped counters and reports the minimum value.

Error Predictor (line 1-16): CM Sketch falls under
frequency-dependent sketch. Therefore, we use Lemma-II to
derive its error constraint. As shown in Alg. 2, based on
Lemma-II, let Z be the number of distinct colliding flows,
which follows a Poisson distribution with A = % where
N is the number of distinct flows. We use a Monte Carlo
simulation to calculate the AAE of the CM Sketch. For each
counter, we repeatedly generate the number of collisions n
according to the Poisson distribution. We then randomly sam-
ple n flows from the frequency distribution D to compute the
total frequency. Since the CM Sketch inserts into all d arrays,
we repeat this process d times. Since the CM Sketch reports
the minimum value among the d mapped counters, we take
the minimum value of the total frequencies as the estimation
error. We repeat this process until the AAE converges.

4) rSkt1 [30] for Cardinality Estimation

Structure: The rSktl consists of d equal-length bucket
arrays and h hash functions (d = h). Additionally, each array
is associated with an independent auxiliary hash function g;()
(I < i < d). Each bucket array has a length of w, and
each bucket contains a primary cardinality estimator and a
secondary estimator. When inserting a flow, the rSktl maps it
to d buckets using the d hash functions, and the corresponding
gi() determines whether the flow updates the primary or
secondary estimator in each bucket. When querying a flow,



Algorithm 2 Error Predictor for Frequency-Dependent Task

1: function ERROR PREDICTOR FOR CM SKETCH(N,d,w)

2 /I Z: the number of distinct colliding flows

3 A A=

4: Z ~ Poisson(A)

5: aae < 0, aae_tot < 0, num < 0

6 while aae has not converged do

7 min_sum < (1 < 30)

8 for k=1—ddo

9 draw n from Z

10: min_sum < min(min_sum, sum of n fre-
quencies sampled from D)

11: end for

12: aae_tot < aae_tot+min_sum, num < num-+1

13: aae %—ff

14: end while

15: return aae

16: end function
17: function ERROR PREDICTOR FOR RSKT1(NV,d,w)

18: /I Z: the number of distinct colliding flows

19: A« &=L

20: Z ~ Poisson(\)

21: aae < 0, aae_tot < 0, num < 0

22: while aae has not converged do

23: min_sum < (1 < 30), aae_temp < 0

24: for k=1—ddo

25: primary < 0, secondary < 0

26: draw n from Z

27: for j=1—ndo

28: card <flow cardinality sampled from D
29: if rand()%2 then

30: primary < primary + card

31: else

32: secondary + secondary + card

33: end if

34: end for

35: if min_sum > primary + secondary then
36: man_sum <— primary + secondary

37: aae_temp + abs(primary — secondary)
38: end if

39: end for

40: aae_tot < aae_tot+aae_temp, num < num-+1
41: aae — %—ﬁft

42: end while

43: return aae

44: end function

the rSktl selects the bucket with the smallest total cardinality
among the d mapped buckets and uses g;() to decide whether
to compute the final estimate as the difference between the
primary and secondary estimators or vice versa.

Error Predictor: (line 17-44): rSktl falls under frequency-
dependent sketch. Therefore, we use Lemma-II to derive its
error constraint. As shown in Alg. 2, based on Lemma-
I, let Z be the number of distinct colliding flows, which

follows a Poisson distribution with A = %, where N is the
number of distinct flows. We use a Monte Carlo simulation
to calculate the AAE of the rSktl. For each bucket, we
repeatedly generate the number of collisions n according to
the Poisson distribution. We then randomly sample n flows
from the cardinality distribution D and assign them to the
primary and secondary estimators. The total cardinality of
each estimator is then computed independently. Since the rSktl
inserts into all d arrays, we repeat this process d times. Finally,
rSktl selects the bucket with the minimum total cardinality
among the d mapped buckets and computes the difference
between the primary and secondary estimates as the final
cardinality estimate. Therefore, we take the absolute difference
between the two estimates as the estimation error. We repeat
this process until the AAE converges.

Analysis: We demonstrate the construction of error pre-
dictors based on Lemma-I and II using four representative
sketches. As shown in Section IV, a significant number of
sketch error predictors can be constructed based on these
two lemmas, which demonstrates the generality of RA-Sketch.
Compared to theoretical solutions, RA-Sketch is not only more
general, but also more accurate in predicting the actual sketch
errors. Compared to simulation-based solutions, RA-Sketch is
more general. Compared to benchmark-based solutions, RA-
Sketch achieves faster configuration search by eliminating the
need for time-consuming experimental testing.

C. Hierarchical Search Strategy of RA-Sketch

After preparing the error predictor, we need to design a
search strategy to find the memory-optimal configurations. The
reason why binary search is time-consuming is that it starts
from the maximum memory and gradually bisects, resulting
in many unnecessary searches. For example, suppose the
maximum memory limit allocated to the sketch is 10 MB. In a
Bloom Filter with 10,000 flows, it is assumed that each flow
is hashed only once. Now we need to determine the bit array
length w to allocate to the Bloom Filter to meet FPR< 10%. If
using binary search, we would start from 10 MB, i.e., w = 84
million. However, even if each flow occupies a unique bit,
the number of bits needed to meet FPR< 10% would not
exceed 100,000. Therefore, we propose starting the search
from a reasonable initial length. Compared to start from the
maximum memory, starting the search from w = 100,000
reduces 10 unnecessary searches.

Insight: RA-Sketch employs a three-step search strategy: an
initial parameter initialization, a power-of-two scaling memory
search, and a final binary search to refine parameter configu-
rations that meet user defined constraints. The initialization of
RA-Sketch is primarily based on a key insight: determining
the number of buckets required by a sketch under the ideal
scenario in which flows are uniformly hashed. Although
perfect uniform hashing is unattainable in practice, this es-
timation typically serves as a lower bound on the required
number of buckets. Due to the non-uniformity of practical hash
functions [32], [33], more buckets are often needed. Moreover,
this lower bound is closer to the actual requirement under real



Algorithm 3 Configuration Search for Bloom Filter

Input: the number of distinct flows N; error constraints
FPR.
Output: the memory-optimal configurations.
1: function CONFIGURATION SEARCH FOR BLOOM FIL-

TER(N,FPR)
2 for h=1— 3 do
3 w év%
4 pre_fpr < Error Predictor(V,h,w)
5: if pre_fpr is close to F'PR then res_w < w
6 else if pre_fpr < FPR then
7 while 3 do
8 w4 g
9: pre_fpr < Error Predictor(N,h,w)
10: if pre_fpr is close to FPR then
11: res_w — w
12: break
13: else pre_fpr > FPR
14: low < w, high <+ w x 2
15: binary search to obtain res_w
16: break
17: end if
18: end while
19: else if pre_fpr > FPR then
20: while w x 2 do
21: w—w X 2
22: pre_fpr < Error Predictor(N,h,w)
23: if pre_fpr is close to FPR then
24: res_w < w
25: break
26: else pre_fpr < FPR
27: low %, high < w
28: binary search to obtain res_w
29: break
30: end if
31: end while
32: end if
33: result.push(h, res_w)
34: end for
35: return memory-optimal configurations from result

36: end function

hash functions than the upper bound implied by the maximum
memory size. Therefore, this initialization approach is more
reasonable than performing a binary search starting from
the maximum memory size. We use the four representative
sketches from the previous section to illustrate how to perform
reasonable initialization and describe our search strategy.

1) Bloom Filter for Membership Query

As shown in Alg. 3, for a given F'PR and number of flows
N, we initialize w as hN Xh_ for different numbers of hash
functions h, which corresponds to the case where flows are
evenly hashed. We then use the error predictor to estimate the

current false positive rate pre_fpr. When pre_fpr > FPR,

the memory is doubled iteratively until pre_fpr < FPR;
when pre_fpr < FPR, the memory is halved iteratively until
pre_fpr > F PR. Subsequently, we perform binary search to
obtain the memory-optimal configurations for the current h.
We repeat this process for each k. Finally, we select memory-
optimal configurations of h and w.

Discussion: Although the formulas from previous Bloom
Filter-related studies [18], [34] can generate optimal config-
urations, their direct application is not always feasible. For
example, for 250,000 flows with a 0.1% FPR, the optimal
configuration requires 449 KB of memory and A = 10.
However, allocating 10 hash functions for Bloom Filter in
programmable switches is unacceptable, and even in servers,
larger values of i cannot be used due to throughput limitations.
In RA-Sketch, h is a user-defined upper bound, and RA-Sketch
determines the optimal configuration under this constraint.

Due to space limitations, we do not provide the pseudocode
of the following sketches, but they are similar to Alg. 3.

2) Elastic Sketch for Heavy-Hitter Detection

For a given RR and number of heavy hitters H, we initialize
was & X7RR, which corresponds to the case where elephant
flows are evenly hashed and flow sizes remain unchanged. We
then use the error predictor to estimate the recall rate pre_rr.
When pre_rr > RR, the memory is halved iteratively until
pre_rr < RR; when pre_rr < RR, the memory is doubled
iteratively until pre_rr > RR. Finally, we perform binary
search to obtain the memory-optimal configurations of w.

3) CM Sketch for Frequency Estimation

For a given AAF, total number of packets P, and number
of flows N, we initialize w as %, where % represents

N
the average flow size and 44E 4 1 denotes how many flows

share a bucket, thus determiﬁing the ideal number of buckets
required under the assumption of equal flow sizes and uniform
hashing. We then use the error predictor to estimate the current
AAE pre_aae. When pre_aae > AAE, memory is iteratively
doubled until pre_aae < AAE; when pre_aae < AAE,
memory is iteratively halved until pre_aae > AAE. We
perform binary search to obtain the memory-optimal config-
urations for the current d. We repeat this process for each d.
Finally, we select memory-optimal configurations of d and w.

4) rSktl for Cardinality Estimation

It’s similar to the search algorithm in the CM Sketch, but
with the total number of packets P replaced by the total
number of cardinality C.

Analysis: Our initialization strategy provides a closer es-
timate of the actual number of buckets required under real
hash functions than the upper bound implied by the maximum
memory size, thereby avoiding many unnecessary searches and
significantly enhancing time efficiency. Furthermore, based on
this initialization, we subsequently adopt a strategy of power-
of-two scaling followed by binary search.

D. Parameter Configurations for Multiple Sketches

Problem: Given a fixed memory budget, multiple sketches
performing different measurement tasks, and specified error



constraints for each sketch, how can the parameters of all
sketches be configured to satisfy these error constraints?

Solution: RA-Sketch independently determines the
memory-optimal parameter configurations for each sketch to
meet its respective error constraints. It then aggregates these
configurations to verify compliance with the overall memory
budget. This approach is feasible because RA-Sketch ensures
that the parameter configurations for each sketch is optimal
with respect to its memory usage. If the combined memory
usage of all sketches exceeds the budget, it implies that
fulfilling all error constraints within the specified memory
limit is not achievable.

E. Comparison with SketchConf [16] and AutoSketch [17]

SketchConf is limited to frequency estimation and
does not address configurations for other tasks. Further-
more, SketchConf is designed to compute the accurate
Pr{ fl — fl’ > T} < p, but this formula cannot solve for
the AAE in frequency estimation and cardinality estimation
or the RR in heavy-hitter detection. As a result, it cannot be
compared with our solution in the experiments.

The key difference between AutoSketch and baseline lies
in the search strategy. However, AutoSketch also relies on ex-
perimental testing for configuration. As shown in Section V-C,
the time efficiency of experimental testing is extremely low.

In contrast, our proposed RA-Sketch not only adapts to error
constraints across various tasks, but also achieves superior
time efficiency through Poisson-distributed collision modeling.
Even when traffic experiences significant variations over time,
RA-Sketch provides the most accurate configuration and the
shortest reconfiguration time compared to other solutions.

F. Summary

In summary, RA-Sketch addresses two limitations of the
baseline. Firstly, by incorporating Lemma-I and II into the
sketch configuration, we construct accurate and efficient error
predictors for various sketches through Poisson-distributed
collision modeling, thereby eliminating the time overhead
from experimental testing. Secondly, by initializing memory
appropriately and subsequently employing a strategy of power-
of-two scaling followed by binary search, we circumvent
numerous futile searches, substantially enhancing the time
efficiency of the configuration process.

IV. GENERALIZE TO OTHER SKETCHES
A. Applying RA-Sketch to CO Sketch [12]

Structure: The CO Sketch shares a similar structure to the
CM Sketch, with the key difference being the update process.
When inserting a flow, the CO Sketch randomly increments
or decrements the d counters mapped by the hash functions,
rather than always incrementing them. When querying a flow,
the median value of the d mapped counters is reported.

Error Predictor: The error predictor for the CO Sketch
differs from the CM Sketch in two ways. First, the size of
each colliding flow has a 50% probability of being negative.

Second, the absolute value of the median, rather than the
minimum, of the d mapped counters is used as the AAE.

Search Strategy: The search strategy for the CO Sketch is
consistent with that of the CM Sketch.

B. Applying RA-Sketch to gSkt [29]

Structure: The difference from the CM Sketch is the re-
placement of counters with single-flow cardinality estimators.

Error Predictor: It’s similar to the error predictor in the
CM Sketch, but with the frequency distribution replaced by
the cardinality distribution.

Search Strategy: The search strategy for the gSkt is
consistent with that of the rSktl.

C. Applying RA-Sketch to HeavyGuardian [14]

Structure: When handling heavy-hitter detection, the
HeavyGuardian consists of a single bucket array (d = h = 1),
with each bucket storing up to 8 flows. When inserting a flow,
if it is already present in the bucket or there is an empty slot,
the flow is inserted. Otherwise, the HeavyGuardian applies an
exponential decay to the smallest flow in the bucket, replacing
it with the new flow once the decayed value reaches 0.

Error Predictor: Based on Lemma-I, let Z be the number
of elephant flows in any given bucket, which follows a Poisson
distribution with parameter A\ = %, where H is the total
number of elephant flows, and w is the number of buckets.
According to the PMF of Poisson distribution, we calculate
the proportion of each possible value of Z and multiply it by
the corresponding value to represent the number of identified
elephant flows. Since each bucket in the heavy part can store
up to 8 elephant flows, when Z > 8, we assume that collisions
among elephant flows result in none being identified, and thus
multiply the proportion by 7 instead of 8. Finally, we divide
the result by A to obtain the RR.

Search Strategy: For a given RR and number of heavy
hitters H, we initialize w as %, which corresponds to the
case where elephant flows are evenly hashed and flow sizes
remain unchanged. The search strategy is consistent with that
of the Elastic Sketch.

D. Applying RA-Sketch to HeavyKeeper [15]

Structure: HeavyKeeper consists of d equal-length bucket
arrays and h hash functions (d = h). When inserting a flow,
HeavyKeeper maintains the keys of the most frequent flows in
d mapped buckets. For a new flow, HeavyKeeper decays the
count values of the existing flows in the buckets with a certain
probability. When the count value reaches 0, the new flow is
recorded in the bucket. When querying a flow, it checks the d
mapped buckets and reports the maximum value among them.

Error Predictor: Based on Lemma-I, let Z be the number
of elephant flows in any given bucket, which follows a Poisson
distribution with parameter A\ = %, where H is the total num-
ber of elephant flows, and w is the number of buckets. Since
each bucket can store at most one elephant flow, we continue
to assume that collisions among elephant flows result in none
being identified. We calculate the proportion of P(Z = 1) to



represent the number of identified elephant flows. Then, we
divide by A to obtain the RR for each layer. Assuming the
identification of elephant flows in each layer is independent,
we calculate the RR for d layers using 1 — (1 — P(Z = 1))d.

Search Strategy: For a given RR and number of heavy
hitters H, we initialize w as H X (1 — V1 - RR) for different
values of d, which corresponds to the case where elephant
flows are uniformly hashed and are treated equally. The search
strategy is consistent with the Elastic Sketch, except that it
iterates over different numbers of hash functions.

E. Discussion

1) RA-Sketch is also applicable to other sketches, such as
OneSketch [24], WavingSketch [35], Tower Sketch [27], UA
Sketch [36], rSkt2 [30], and so on [37]. However, due to space
limitations, these sketches are not discussed further.

2) The error predictor can be adjusted using prior knowledge
to better align with real-world error constraints. The configu-
rations presented in this work represent one possible approach.
For example, in the case of HeavyGuardian, the assumption
that collisions between elephant flows result in none being
identified can be reconsidered. Collisions may still allow the
identification of an elephant flow, particularly if one flow’s
frequency substantially exceeds the combined frequencies of
the colliding flows. While both scenarios are plausible, we
adopt the former assumption for simplicity.

V. EXPERIMENTAL RESULTS
A. Test Setup

Datasets: Our evaluation utilizes two real-world datasets.

o CAIDA Dataset: The first is the CAIDA dataset [38],
comprising real Internet traffic traces sourced from
CAIDA. We extract 25 million consecutive packets, re-
sulting in approximately 260, 000 flows when aggregated
by source IP and about 920,000 flows when aggregated
by source—destination IP pairs. Under source IP aggrega-
tion, there are approximately 11, 000 elephant flows using
a heavy-hitter threshold of 250.

« MAWI Dataset: The second is the MAWI dataset [39],
comprising real Internet traffic traces collected by the
MAWI Working Group of the WIDE Project. We ex-
tract 25 million consecutive packets, resulting in ap-
proximately 90,000 flows when aggregated by source
IP and about 2.3 million flows when aggregated by
source—destination IP pairs. Under source IP aggregation,
there are approximately 3,000 elephant flows using a
heavy-hitter threshold of 250.

Implementation: All code is implemented in C++. We
adopt the Bob hash as recommended in [32], and observe
similar results with other hash functions, such as Mur-
murHash3 [33] and CityHash [40]. All the programs run on
a machine with an Intel Core i9-13900H processor, 2.6 GHz,
14 cores, 20 threads, and 64GB DDR4 memory. The source
code is available at Github [41].

Abbreviations: We introduce some abbreviations used in
the experiment, using the CM Sketch as an example:

« BS_CM: This solution uses the baseline to predict errors
and search for the configurations.

e RA_CM: This solution uses the RA-Sketch to predict
errors and search for the configurations.

« BS_CM_1 and RA_CM_1: The final digit represents the
number of hash functions used.

B. Experiments on Configuration Accuracy

We evaluate the error predictor across four types of tasks
and multiple sketches, demonstrating that the error predictor
based on Lemma-I and II can accurately predict errors.

Settings: For the Monte Carlo simulations involved in
frequency-dependent tasks, we conduct the simulations in
batches, with each batch comprising 1000 iterations. The sim-
ulation stops and outputs the predicted error if the fluctuation
in prediction error between the current and previous batches
is less than 0.0001.

Membership Query: As shown in Fig. 1a and 2a, for the
Bloom Filter, the error between our predicted FPR and the
actual FPR is nearly always negligible as the number of hash
functions and bits varies.

Heavy-Hitter Detection: As shown in Fig. 1b, lc, 2b,
and 2c, for Elastic Sketch and HeavyGuardian, the error
between our predicted RR and actual RR is within 10% in
most cases as the number of buckets changes. Similarly, as
shown in Fig. 1d and 2d, for HeavyKeeper, as the number
of hash functions and buckets varies, the error between our
predicted RR and actual RR is also within 10% in most cases.

Frequency Estimation: As shown in Fig. le, 1f, 2e, and 2f,
for the CM Sketch and CO Sketch, the error between our
predicted AAE and the actual AAE is nearly always negligible
as the number of hash functions and counters varies.

Cardinality Estimation: As shown in Fig. 1g, 1h, 2g,
and 2h, for the gSkt and rSktl, the error between our predicted
AAE and the actual AAE is nearly always negligible as the
number of hash functions and counters varies.

Analysis: The experimental results indicate that the error
predictor of RA-Sketch can accurately predict error. For
membership query, frequency estimation, and cardinality es-
timation, the predicted values are almost identical to the
actual values. For heavy-hitter detection, the error between
the predicted and actual values is within 10%.

Discussion: It is worth noting that applying RA-Sketch
to low-performance heavy-hitter detection sketches results
in a higher error. However, we think that the rationale for
using low-performance sketches is insufficient when high-
performance sketches, such as Elastic Sketch, are available.

C. Experiments on Configuration Search Time

We demonstrate the effectiveness of our search strategy
using the number of iterations and evaluate the overall con-
figuration speed of RA-Sketch through time cost.

Settings: In the following experiments, the maximum mem-
ory allocation for the sketch is set to 10 MB, and the maximum
number of hash functions A is limited to 3. The allowable error
range in the algorithm is set to 5%, meaning the search stops
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Fig. 2: Experiments on Configuration Accuracy of RA-Sketch using the MAWI Dataset.

when the predicted value deviates by 5% from the user-defined
constraint. Except for the Bloom Filter, other sketches use the
baseline mentioned in Section III-A for error prediction.

Membership Query: As shown in Fig. 3a and 4a, for
the Bloom Filter, RA-Sketch reduces the average number of
unnecessary searches by 20-30. Since the computational time
overhead of the error prediction formula is negligible, RA-
Sketch does not substantially enhance time efficiency.

Heavy-Hitter Detection: As shown in Fig. 3b and 4b, for
Elastic Sketch, HeavyGuardian, and HeavyKeeper, RA-Sketch
reduces the average number of unnecessary searches by 5, 5
and 12, respectively, on the CAIDA dataset, and by 8, 7 and 16,
respectively, on the MAWI dataset, compared to the baseline.
Due to the time efficiency of the error predictor, the search
time for Elastic Sketch, HeavyGuardian, and HeavyKeeper is
reduced by 6-7 orders of magnitude.

Frequency Estimation: As shown in Fig. 3c and 4c,

compared with the baseline, RA-Sketch reduces the average
number of unnecessary searches for CM Sketch and CO
Sketch by 8 and 4, respectively, on the CAIDA dataset, and
reduces that of CM Sketch by 6 on the MAWI dataset. Due to
time efficiency of the error predictor, the search time for CM
Sketch and CO Sketch is reduced by 1-2 orders of magnitude.

Cardinality Estimation: As shown in Fig. 3d and 4d, for
gSkt and rSktl, RA-Sketch reduces the average number of
unnecessary searches by 11 and 6, respectively, on the CAIDA
dataset, and by 7 and 4, respectively, on the MAWTI dataset,
compared to the baseline. Due to the time efficiency of the
error predictor, the search time for gSkt and rSktl is reduced
by 1-2 orders of magnitude.

Analysis: The results indicate that RA-Sketch substantially
enhances configuration speed. This improvement is primarily
due to two factors: the efficiency of RA-Sketch’s search
strategy, which minimizes unnecessary searches, and the time
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Fig. 4: Experiments on Configuration Search Time of RA-Sketch using the MAWI Dataset.

efficiency of its error predictor, which eliminates the need for
time-consuming experimental testing.

Discussion: It is worth noting that the configuration time of
the baseline depends on data volume. For example, process-
ing 25 million packets requires several tens of seconds for
configuration, whereas processing 250 million packets takes
several hundred seconds, and so on. In contrast, due to the
Poisson-distributed collision modeling, the configuration time
of RA-Sketch depends solely on the characteristics of the data
distribution and is almost unaffected by the data volume.

VI. CONCLUSION

Providing parameter configurations that meet user-defined
error constraints is critical for sketch applications across
diverse scenarios. This paper presents RA-Sketch, a general
framework that rapidly and accurately generates memory-
optimal sketch configurations. RA-Sketch employs two key

lemmas to construct accurate and rapid error predictors for
various sketches, eliminating the need for time-consuming
experimental testing. Furthermore, RA-Sketch introduces a
hierarchical search technique with initialization, substantially
reducing unnecessary searches. Experimental results demon-
strate that RA-Sketch generates accurate configurations while
substantially reducing configuration search time compared to
benchmark-based solution.
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